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Abstract
This OGC Web Coverage Service (WCS) – Transaction Extension (in short: WCS Transaction) defines an extension to the WCS Core [OGC 09-110] for updating coverage offerings on a server.
This WCS Transaction standard defines three requests:
· InsertCoverage for adding a coverage provided as parameter to the WCS server’s coverage offering. After successful completion of the insert request, this coverage will be accessible for all WCS operations.
· DeleteCoverage for entirely removing a coverage. The coverage is identified by its coverage id passed in the request, from the WCS server’s coverage offering. After successful completion of this request, this coverage will not be accessible through any WCS operation. However, subsequently a new coverage may be created using the same identifier; such a coverage will bear no relation to the one previously deleted.
· UpdateCoverage for modifying parts of a coverage existing in a WCS server’s coverage offering. The coverage is identified by its coverage id passed in the request. As per the OGC Coverage Implementation Schema [OGC 09-146X], all updates must maintain internal consistency of the coverage.
All requests defined in this Transaction Extension adhere to the ACID[footnoteRef:1] (atomicity, consistency, isolation, durability) concepts of database transactions. [1:  https://en.wikipedia.org/wiki/ACID ] 

Note	The extension name, Transaction, traces back to the database concept of transactions, which has been adopted here.
Keywords
The following are keywords to be used by search engines and document catalogues.
ogcdoc, OGC document,  wcs, coverage, transaction
Preface
This standard specifies three request types as an extension to the OGC Web Coverage Service (WCS): InsertCoverage, DeleteCoverage, and UpdateCoverage, respectively. These operations allow clients to modify a server’s offerings by adding, deleting, and updating coverages, respectively.
Attention is drawn to the possibility that some of the elements of this document may be the subject of patent rights. The Open Geospatial Consortium shall not be held responsible for identifying any or all such patent rights.
Recipients of this document are requested to submit, with their comments, notification of any relevant patent claims or other intellectual property rights of which they may be aware that might be infringed by any implementation of the standard set forth in this document, and to provide supporting documentation.
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[bookmark: _Toc436848965]Scope
This OGC WCS Transaction Extension – in short: Transaction Extension or WCS-T – defines how to modify a WCS server’s coverage offering.
[bookmark: _Toc436848966]Conformance
This document establishes the following requirements and conformance classes:
· insert+delete, of URL http://www.opengis.net/spec/WCS_service-extension_transaction/2.0/req/insert+delete. The corresponding conformance class is insert+delete, with URL http://www.opengis.net/spec/WCS_service-extension_transaction/2.0/conf/insert+delete.
This is the mandatory core conformance class of this extension.
· update, of URL http://www.opengis.net/spec/WCS_service-extension_transaction/2.0/req/update. The corresponding conformance class is update, with URL http://www.opengis.net/spec/WCS_service-extension_transaction/2.0/conf/update.
The standardization target for all requirements and conformance classes are WCS implementations (currently: servers). 
Requirements URLs defined in this document are relative to:
http://www.opengis.net/spec/WCS_service-extension_transaction/2.0/req,
Conformance test URLs are relative to:
 http://www.opengis.net/spec/WCS_service-extension_transaction/2.0/conf.
Annex A lists the conformance tests which shall be exercised on any software artefact claiming to implement WCS-T[footnoteRef:2].  [2:  In the OGC, conformance to an extension requires conformance to both the core and to the conformance classes defined in the extension. ] 

[bookmark: _Toc436848967]References
The following normative documents contain provisions that, through reference in this text, constitute provisions to this document. For dated references, subsequent amendments to, or revisions of, any of these publications do not apply. For undated references, the latest edition of the normative document referred to applies.
This OGC WCS Transaction Extension standard consists of the present document and an XML Schema. The complete WCS-T is identified by the OGC URL:
 http://www.opengis.net/spec/WCS_service-extension_transaction/2.0. 
This document has the OGC URL http://www.opengis.net/doc/IS/WCS_service-extension_transaction/2.0. 
The complete WCS standard (core and all extensions) is available for download from http://www.opengeospatial.org/standards/wcs. Additionally, the XML Schema for this standard is published online at: http://schemas.opengis.net/wcs/transaction/2.0.
In the event of a discrepancy between bundled and schema repository versions of the XML Schema files, the schema repository shall be considered normative.
The normative documents listed in Table 1 contain provisions that, through reference in this text, constitute provisions of this standard. For dated references, subsequent amendments to, or revisions of, any of these publications do not apply. For undated references, the latest edition of the normative document referred to applies.
[bookmark: _Ref346208788][bookmark: _Toc351458530][bookmark: _Toc426527573]Table 1 — Conformance class dependencies[footnoteRef:3] [3:  An “rX” denotes that all compatible revisions of this document can be used (e.g., GMLCOV/CIS versions 1.0 and 1.1).] 

	Transaction 
conformance class
	Dependency document
	Dependency 
conformance class

	insert+delete
	OGC 09-146rX, GML 3.2.1 Application Schema for Coverages, version 1.0
OGC 09-110rX, OGC® Web Coverage Service 2.0 Interface Standard - Core
	gml-coverage 

core

	update
	This document
	insert+delete



[bookmark: _Toc436848968]Terms and Definitions
This document uses the terms defined in Sub-clause 5.3 of [OGC 06-121r8], which is based on the ISO/IEC Directives, Part 2, Rules for the structure and drafting of International Standards. In particular, the word “shall” (not “must”) is the verb form used to indicate a requirement to be strictly followed to conform to this standard.
For the purposes of this document, the following additional terms and definitions apply.

Input coverage
Coverage sent to the server through the WCS-T request on hand

Updated coverage
Coverage to be updated through the WCS-T request on hand
[bookmark: _Toc436848969]Conventions
[bookmark: _Toc273631278][bookmark: _Toc426527546][bookmark: _Toc436848970]UML notation
Unified Modeling Language (UML) static structure diagrams appearing in this specification are used as described in Subclause 5.2 of OGC Web Services Common [OGC 06-121r9].
[bookmark: _Toc273631279][bookmark: _Toc426527547][bookmark: _Toc436848971]Data dictionary tables
The UML model data dictionary is specified herein in a series of tables. The contents of the columns in these tables are described in Subclause 5.5 of [OGC 06-121r9]. The contents of these data dictionary tables are normative, including any table footnotes.
[bookmark: _Toc273631280][bookmark: _Toc426527548][bookmark: _Toc436848972]Namespace prefix conventions
The following namespaces are used in this document. The prefix abbreviations used constitute conventions used here, but are not normative. The namespaces to which the prefixes refer are normative, however.
[bookmark: _Toc426527574]Table 2 — Namespace mappings
	Prefix
	Namespace URL
	Description

	xsd
	http://www.w3.org/2001/XMLSchema 
	XML Schema namespace

	gml
	http://www.opengis.net/gml/3.2 
	GML 3.2.1

	gmlcov
	http://www.opengis.net/gmlcov/1.0
	GML Application Schema for Coverages 1.0[footnoteRef:4] [4:  Foreseeably, version 1.0 of this GMLCOV standard is going to be superseded by backwards-compatible version 1.1. This WCS Transaction Extension will fully apply to this version 1.1 as well. Note that, to avoid some common misconceptions, the name of version 1.1 will be changing from “GML 3.2.1 Application Schema – Coverages” to “Coverage Implementation Schema”.] 


	wcs
	http://www.opengis.net/wcs/2.0
	WCS 2.0 Core

	wcst
	http://www.opengis.net/wcs/transaction/2.0
	WCS 2.0 Transaction Extension



[bookmark: _Toc273631281][bookmark: _Toc426527549][bookmark: _Toc436848973][bookmark: _Ref239056311]Multiple representations
When multiple representations of the same information are given in a standard document these are consistent. Should this not be the case then this is considered an error, and the XML schema shall take precedence.
[bookmark: _Ref301099509][bookmark: _Toc426527550][bookmark: _Toc436848974][bookmark: _Ref245013367]Insert+delete  requirements class
[bookmark: _Toc426527551][bookmark: _Toc436848975]Overview
This Clause 6 establishes the mandatory Transaction Extension core requirements class, insert+delete. Clients and servers supporting this insert+delete requirements class shall support insertion into and deletion from a WCS server’s coverage offerings through two dedicated request types, InsertCoverage and DeleteCoverage.
[bookmark: _Toc426527552][bookmark: _Toc436848976]Modifications to GetCapabilities 
A server announces support of the insert+delete requirements class to a client by adding the URL identifying this extension to the list of supported extensions delivered in the Capabilities document.
Requirement 1 [bookmark: _Ref250983059][bookmark: _Ref258852545][bookmark: _Ref300523097][bookmark: _Ref342077274][bookmark: _Ref426476689]
A WCS service implementing requirements class insert+delete of this Transaction Extension shall include the following URL in the Profile element of the ServiceIdentification in a GetCapabilities response:  
http://www.opengis.net/spec/WCS_service-extension_transaction/2.0/conf/insert+delete
[bookmark: _Toc426527553][bookmark: _Toc436848977]Modifications to DescribeCoverage
None.
[bookmark: _Ref336279814][bookmark: _Ref336279827][bookmark: _Toc426527554][bookmark: _Toc436848978]Modifications to GetCoverage 
None.
[bookmark: _Ref393982765][bookmark: _Toc426527555][bookmark: _Toc436848979]InsertCoverage request
[bookmark: _Toc436848980]InsertCoverage request
This request adds the coverage passed into the server’s offering. The coverage can be attached directly or via http reference. In any case, the coverage must conform with GMLCOV [OGC 09-146] in some encoding supported by the server. Where the GML coverage schema permits xlink references inside the coverage, these may be utilized to reference the corresponding parts of a coverage instead of providing them verbatim. All references must be resolvable by the server.
Note	A GetCapabilities request sent to a server retrieves information about the encoding formats supported, among other details.
By default, the identifier of the new coverage on the server is the one indicated in the input coverage. As coverage identifiers have to be unique within a WCS offering, sometimes it is not easy for a client to determine an unused name for a new coverage. By setting a flag, useId=new, a client can request that the server shall generate a unique identifier and assign it to the newly inserted coverage. In this case, the identifier value provided with the input coverage is ignored.
Note	The server may use some name generation scheme, such as consecutive numbering or an ASCII encoding of timestamps, coverage type, geographic extension, etc. However, such naming is pure informal convention and not utilized in any way by WCS.
Note 2	The useId flag impacts behaviour through its mere presence, its value does not matter. By mere convention (and without any obligation for an implementation) new should be used. An implementation – such as the XML Schema being part of this specification – may, therefore, decide to implement this parameter as a flag without value.
By default, coverages inserted can be modified in their domain set (i.e., their spatial / temporal extent) through subsequent updates. By passing the optional parameter isExtensible with a value of false, the coverage is marked as having an extensible domain set (while all other constituents remain fixed, such as the Native CRS[footnoteRef:5] – hence, it is not possible, for example, to change the number of dimensions a coverage has). [5:  "Native CRS" is the CRS in which the coverage is stored on the server.] 

Note	See requirements class update for further details.
Requirement 2 [bookmark: _Ref426476846]
An InsertCoverage request shall adhere to Figure 1, Table 3, and the XML schema defined for this Transaction Extension.
[image: ]
[bookmark: _Ref426476366]Figure 1 — InsertCoverage request UML diagram
[bookmark: _Ref426476413][bookmark: _Ref426476407][bookmark: _Toc426527575]Table 3 — Components of WCST::InsertCoverage request structure
	Name
	Definition
	Data type
	Multiplicity

	coverage
	Coverage to be inserted into the WCS offering
	AbstractCoverage
	zero or one
(optional)

	coverageRef
	Reference to the coverage to be inserted into the WCS offering
	anyURI
	zero or one
(optional)

	useId
	Flag indicating that the server shall assign a newly generated coverage id.
Default if not present: use id of input coverage
	string
	zero or one
(optional)

	isExtensible
	Flag indicating that the domain set of the coverage created can be altered lateron through UpdateCoverages.
Default: domain set is variable
	Boolean
	zero or one
(optional)



Requirement 3 [bookmark: _Ref426476894]
An InsertCoverage request shall contain either a coverage or a coverageRef parameter.
Requirement 4 [bookmark: _Ref426476904]
The coverage parameter in an InsertCoverage request, if present, shall contain a coverage document as per GMLCOV [OGC 09-146].
Requirement 5 [bookmark: _Ref426476916]
The coverageRef parameter in an InsertCoverage request, if present, shall be a URL resolving to a coverage document as per GMLCOV [OGC 09-146].
[bookmark: _Toc436848981]InsertCoverage response
The response to a successful InsertCoverage request is the identifier of the newly created coverage.
Requirement 6 [bookmark: _Ref426476928]
The response to a successful InsertCoverage request shall adhere to Figure 2, Table 4, and the XML schema defined for this Transaction Extension.
[image: ]
[bookmark: _Ref359516223][bookmark: _Ref359516189]Figure 2 — InsertCoverage response UML diagram
[bookmark: _Ref359516240][bookmark: _Toc426527576]Table 4 — Components of WCST::InsertCoverage response structure
	Name
	Definition
	Data type
	Multiplicity

	coverageId
	Identifier of the coverage inserted into the WCS offering
	string
	one
(mandatory)



If a name was indicated in the coverage this is the name of the new coverage returned; otherwise, the server provides a self-selected name which is unique within this server’s offering.
Requirement 7 [bookmark: _Ref426476943]
The response to a successful InsertCoverage request shall be 
- some coverage identifier previously not existing in the server’s offering if the request contained a useId pararmeter,
- the identifier of the input coverage if the request contained no useId pararmeter.
Note	No requirement is placed on the effect of an isExtensible parameter in this requirements class; see Subclause 7.7 (UpdateCoverage) for the effect of this parameter.
Successful requests follow the “durability” aspect of ACID transactions.
Requirement 8 [bookmark: _Ref426476953]
After completion of a successful InsertCoverage request, the identifier of the coverage established in the server’s offering shall be available in this WCS service’s coverage offering.
Successful requests follow the “consistency” aspect of ACID transactions.
Requirement 9 [bookmark: _Ref426476965]
After completion of a successful InsertCoverage request, a subsequent GetCoverage request accessing the coverage using the coverage identifier returned by this InsertCoverage shall deliver a valid coverage identical to the one submitted in the InsertCoverage request (except for the coverage identifier if generated by the server).
[bookmark: _Toc426527556][bookmark: _Toc436848982]DeleteCoverage request
[bookmark: _Toc436848983]DeleteCoverage request
Requirement 10 [bookmark: _Ref426479767]
A DeleteCoverage request shall adhere to Figure 3, Table 5, and the XML schema defined for this Transaction Extension.
[image: ]
[bookmark: _Ref359518223]Figure 3 — DeleteCoverage request UML diagram
[bookmark: _Ref359518216][bookmark: _Toc426527577]Table 5 — Components of WCST::DeleteCoverage request structure
	Name
	Definition
	Data type
	Multiplicity

	coverageId
	Identifiers of coverages to be deleted from the WCS offering
	string
	one or more
(mandatory)



Requirement 11 [bookmark: _Ref426479778]
Each coverageId submitted in a DeleteCoverage request shall identify a coverage existing in the coverage offering of the WCS server addressed.
Note	Multiple occurrences of the same identifier are not harmful.
[bookmark: _Toc436848984]DeleteCoverage response
Requirement 12 [bookmark: _Ref426479788]
The response to a successful DeleteCoverage request shall be empty.
Requirement 13 [bookmark: _Ref309584153][bookmark: _Ref426479800]
A DeleteCoverage request shall succeed if and only if all coverages addressed in the request have been deleted successfully.
[bookmark: _Toc284964043][bookmark: _Toc328124504][bookmark: _Toc328126417][bookmark: _Toc328124505][bookmark: _Toc328126418][bookmark: _Toc328124506][bookmark: _Toc328126419][bookmark: _Toc328124507][bookmark: _Toc328126420][bookmark: _Toc328124508][bookmark: _Toc328126421][bookmark: _Toc328124509][bookmark: _Toc328126422][bookmark: _Toc328124510][bookmark: _Toc328126423][bookmark: _Toc328124511][bookmark: _Toc328126424][bookmark: _Toc328124512][bookmark: _Toc328126425][bookmark: _Toc328124513][bookmark: _Toc328126426][bookmark: _Toc328124514][bookmark: _Toc328126427][bookmark: _Toc328124515][bookmark: _Toc328126428][bookmark: _Toc328124516][bookmark: _Toc328126429][bookmark: _Toc328124517][bookmark: _Toc328126430][bookmark: _Toc328124518][bookmark: _Toc328126431][bookmark: _Toc328124519][bookmark: _Toc328126432][bookmark: _Toc436848985][bookmark: _Ref332585493][bookmark: _Ref240039000][bookmark: _Ref240037391][bookmark: _Ref238910438]Atomicity and isolation
Requests follow the “atomicity” (“all or nothing”) aspect of ACID transactions.
Requirement 14 [bookmark: _Ref426479814]
No partial effect of an InsertCoverage or DeleteCoverage request shall be visible in the WCS server’s behavior after successful completion of this request.
Requirement 15 [bookmark: _Ref426479825]
No effect of an unsuccessful InsertCoverage or DeleteCoverage request shall be visible in the WCS server’s future behavior.
Requests follow the “isolation” aspect of ACID transactions.
Requirement 16 [bookmark: _Ref426479837]
During processing of an InsertCoverage or DeleteCoverage request in a WCS server, no intermediate state of processing shall be visible to other, concurrent requests to this WCS server, but only the complete, final result of the operation.
Note	Due to the technicalities of the OGC request structures some of the above aspects overlap.
[bookmark: _Toc426527557][bookmark: _Toc436848986]Encodings
[bookmark: _Toc436848987]Overview
This Subclause specifies, for each WCS protocol binding that a client and server support, encoding of an InsertCoverage and DeleteCoverage operation.
[bookmark: _Toc436848988]GET/KVP Encoding
Requirement 17 [bookmark: _Ref342077871][bookmark: _Ref426482996]
In an InsertCoverage request using the GET/KVP protocol, a coverageRef parameter with http URL url shall be represented by an http key/value pair as follows:
 	COVERAGEREF=url
Note	Passing a coverage directly in the request is not supported by the GET/KVP protocol binding.
Requirement 18 [bookmark: _Ref426483008]
In an InsertCoverage request using the GET/KVP protocol, a useId parameter shall be represented as
 	USEID=x
where x is any valid parameter string.
Note	The value will be ignored anyway, but it is recommended to use “new” for documentation purposes:
	USEID=new
Requirement 19 [bookmark: _Ref426483024]
In an InsertCoverage request using the GET/KVP protocol, an isExtensible parameter shall be represented as
 	ISEXTENSIBLE=x
where x is any valid parameter string.
Example	The following is a complete InsertCoverage request in GET/KVP notation. The request results in a new coverage named NewLittleCoverage offered by the service, superseding any coverage identifier the coverage referenced in the request may have:
http://www.acme.com/ows?
 	SERVICE=WCS &
 	VERSION=2.0 &
 	REQUEST=InsertCoverage &
 	COVERAGEREF=http://www.acme.com/mycoverage.gml &
 	USEID=new &
 	ISEXTENSIBLE=true
Note	The COVERAGEREF URL in the above example needs to be escaped properly, as per OWS Common. This escaping has been omitted for the reader’s convenience. Further, blanks have been introduced for the same purpose.
Requirement 20 [bookmark: _Ref426483035]
In a DeleteCoverage request with n>0 coverage identifiers id1,…,idn using the GET/KVP protocol, a coverageId parameter shall be represented by an http key/value pair as follows:
 	COVERAGEID=id1,…,idn
Example	The following is a complete DeleteCoverage request in GET/KVP notation:
http://www.acme.com/ows?
 	SERVICE=WCS &
 	VERSION=2.0 &
 	REQUEST=DeleteCoverage&
 	COVERAGEID=GoodByeCoverage
[bookmark: _Toc436848989]XML/POST Encoding
Requirement 21 [bookmark: _Ref359447437][bookmark: _Ref336279993][bookmark: _Ref426483047]
An InsertCoverage request using the XML/POST protocol shall be encoded as an wcst:InsertCoverage element.
Example	The following is a complete InsertCoverage request plus a response (assuming success) in XML/POST encoding:
<?xml version="1.0" encoding="UTF-8"?>
<wcst:InsertCoverage xmlns:wcs="http://www.opengis.net/wcs/2.0"
    xmlns:wcst="http://www.opengis.net/wcs_service-extension_transaction/2.0" 
    xmlns:gml="http://www.opengis.net/gml/3.2"
    xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
    xsi:schemaLocation="http://www.opengis.net/wcst/2.0 http://schemas.opengis.net/wcs/2.0/wcsTransaction.xsd"
    service="WCS" version="2.0">
    <wcst:coverageRef>
        http://www.acme.com/mycoverage.gml
    </wcst:coverageRef>
   <wcst:useId/>
   <wcst:isExtensible/>
</wcst:InsertCoverage>

<?xml version="1.0" encoding="UTF-8"?>
<wcst:InsertCoverageResponse
    xmlns:wcst="http://www.opengis.net/wcs_service-extension_transaction/2.0" 
    xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
    xsi:schemaLocation="http://www.opengis.net/wcst/2.0 http://schemas.opengis.net/wcs/2.0/wcsTransaction.xsd" >
    NewLittleCoverage
</wcst:InsertCoverageResponse>
Requirement 22 [bookmark: _Ref359447395][bookmark: _Ref426484784]
A DeleteCoverage request using the XML/POST protocol shall be encoded as a wcst:DeleteCoverage element.
Example	The following is a complete DeleteCoverage request in XML/POST encoding:
<?xml version="1.0" encoding="UTF-8"?>
<wcst:DeleteCoverage xmlns:wcs="http://www.opengis.net/wcs/2.0"
    xmlns:wcst="http://www.opengis.net/wcs_service-extension_transaction/2.0" 
    xmlns:gml="http://www.opengis.net/gml/3.2"
    xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
    xsi:schemaLocation="http://www.opengis.net/wcst/2.0 http://schemas.opengis.net/wcs/2.0/wcsTransaction.xsd"
    service="WCS" version="2.0">
    <wcst:coverageId>GoodByeCoverage</wcst:coverageId>
</wcst:DeleteCoverage>

[bookmark: _Toc436848990]SOAP Encoding
Requirement 23 [bookmark: _Ref426484882]
An InsertCoverage request using the SOAP protocol shall be encoded as an wcst:InsertCoverage element.
Requirement 24 [bookmark: _Ref342077913][bookmark: _Ref426484945]
A DeleteCoverage request using the SOAP protocol shall be encoded as a wcst:DeleteCoverage element.
[bookmark: _Toc426527558][bookmark: _Toc436848991][bookmark: _Ref301099593]Exceptions
Requirement 25 [bookmark: _Ref309584235][bookmark: _Ref342077863][bookmark: _Ref426485006]
When a WCS server encounters an error while evaluating an InsertCoverage or DeleteCoverage operation it shall return an exception report message chosen as indicated in Table 6 with a locator parameter value as specified in the right column of Table 6 for each exceptionCode listed.
[bookmark: _Ref327865912][bookmark: _Toc426527578][bookmark: _Ref327865901][bookmark: _Ref259124570][bookmark: _Toc267339850]Table 6  — Transaction extension exception codes 
	exceptionCode value
	HTTP code
	Meaning of exception code
	locator value

	InvalidCoverage
	404
	Document uploaded is not a coverage 
	Position of violating element / parameter

	CoverageNotFound
	404
	Server does not hold any coverage with the identifier provided
	Identifier of the non-existing coverage

	CannotStoreCoverage
	500
	Server cannot store coverage submitted for insertion, due to storage space or other constraints 
	Coverage / coverage reference causing this exception

	CoverageTypeNotSupported
	501
	Server does not support the type of the coverage submitted for insertion
	Coverage / coverage reference causing this exception



[bookmark: _Ref359439688][bookmark: _Toc426527559][bookmark: _Toc436848992]Update requirements class
[bookmark: _Toc426527560][bookmark: _Toc436848993]Overview
This Clause 7 establishes an optional Transaction Extension requirements class, update. Clients and servers supporting this update requirements class shall support modification of coverages offered by a WCS server.
[bookmark: _Toc426527561][bookmark: _Toc436848994]Modifications to GetCapabilities 
A server announces support of the update requirements class to a client by adding the URL identifying this extension to the list of supported extensions delivered in the Capabilities document.
Requirement 26 [bookmark: _Ref426485269]
A WCS service implementing requirements class update of this Transaction Extension shall include the following URL in the Profile element of the ServiceIdentification in a GetCapabilities response:
 http://www.opengis.net/spec/WCS_service-extension_transaction/2.0/conf/update
[bookmark: _Toc426527562][bookmark: _Toc436848995]Modifications to DescribeCoverage
None.
[bookmark: _Toc426527563][bookmark: _Toc436848996]Modifications to GetCoverage 
None.
[bookmark: _Toc426527564][bookmark: _Toc436848997]Modifications to InsertCoverage 
None.
[bookmark: _Toc426527565][bookmark: _Toc436848998]Modifications to DeleteCoverage 
None.
[bookmark: _Ref396290210][bookmark: _Toc426527566][bookmark: _Toc436848999]UpdateCoverage request
[bookmark: _Toc436849000]Overview
The UpdateCoverage request type serves to modify some or all range values of a coverage existing in a coverage offering. 
Note	No other coverage components, beyond range set values, can be changed through UpdateCoverage. In particular, it is not possible to change the domain set (i.e., the overall spatio-temporal extent) and the range type (such as nil values).
A coverage’s range set can be replaced completely or partially (so-called “partial update”). For a complete update, no further parameters are required. For a partial update, however, the set of target positions to be updated must be indicated by specifying:
· The domain subset to be updated (unless the whole of the input coverage’s domain set is to be replaced), expressed in the stored coverage’s Native CRS. 
· The range components to be updated (unless all range components are to be replaced).
Example	An UpdateCoverage request may contain an RGB image of which only the red band is used for updating, according to the WCS Range component standard.
· Optionally, a mask indicating which direct positions of the input coverage are to be used for updating the coverage on the server. Only those direct positions are considered for the update where the mask has a direct position as well and where additionally the range value of the mask at this direct position has a value of 1.
By way of these indicators, a subset of the input coverage can be used for updating.
Example	A 2-D lat/long input coverage may replace a rectangular part of a 3-D lat/long/t coverage (e.g., a satellite image timeseries), given by a 3-D bounding box [ lat1 : lat2, long1 : long2, t1 ] indicating a slice at time position t1 with the lat/long extent indicated. Cells outside of this domain will remain unaffected. Further, assuming a hyperspectral range type containing red, green, and blue components, the input coverage may substitute only these three bands, leaving all other bands unaffected. Finally, a mask may be provided indicating those areas to be updated by a value of 1.
[bookmark: _Toc436849001]UpdateCoverage request
Requirement 27 [bookmark: _Ref426485276]
An UpdateCoverage request shall adhere to Figure 4, Table 8, and the XML schema defined for this WCS Transaction Extension.
[image: ]
[bookmark: _Ref394014738]Figure 4 — UpdateCoverage request UML diagram
[bookmark: _Toc426527579]Table 7 — Components of WCST::UpdateCoverage request structure
	Name
	Definition
	Data type
	Multiplicity

	coverageId
	Identifier of the coverage to be updated
	string
	One
(mandatory)

	inputCoverage
	Coverage providing cell values for replacement
	AbstractCoverage
	Zero or one
(mandatory)

	inputCoverageRef
	URL to coverage providing cell values for replacement
	anyURI
	Zero or one
(optional)

	mask
	coverage indicating which cell values to update from input coverage
	AbstractCoverage
	Zero or one
(optional)

	maskRef
	URL to coverage indicating which cell values to update from input coverage
	anyURI
	Zero or one
(optional)

	subset
	Trim or slice expression, one per updated coverage dimension
	DimensionSubset
	Zero or more
(optional)

	rangeComponent
	Name of range component to be updated, and corresponding band to be used input coverage
	Pair of string
	Zero or more
(optional)



Where URLs are provided these must point to valid coverages.
Requirement 28 [bookmark: _Ref426485292]
In an UpdateCoverage request containing a URL (as inputCoverageRef or maskRef), each such URL shall reference a valid coverage as per GMLCOV [OGC 09-146].
Several constraints must be maintained in order to ensure consistency of the resulting updated coverage.
In a complete replacement (i.e., where no domain subset, range component, or masking parameter have been indicated):
· Native CRS of input coverage = Native CRS of updated coverage
· Domain set of input coverage = domain set of updated coverage
· Range type of input coverage = range type of updated coverage
Note	The updated coverage’s description (i.e., WCS::CoverageDescription) will stay the same after a complete replacement if the coverage was inserted non-extensible. If, during InsertCoverage, isExtensible=true was specified then the domain set (but no other constituent like Native CRS, dimension, etc.) may be changed through an UpdateCoverage request.
Requirement 29 [bookmark: _Ref426485298]
In an UpdateCoverage request containing neither a subset, nor a rangeComponent, nor a mask (nor a maskRef) parameter, the following shall hold for an input coverage ci (referenced or passed directly) and an updated coverage cu (where “=” in case of XML elements means deep equality):
– ci/gml:domainSet =
   cu/gml:domainSet 
– ci/gmlcov:rangeType/swe:Record/swe:field/@name =
   cu/gmlcov:rangeType/swe:Record/swe:field/@name
In a partial replacement where a domain subset is indicated the following must hold:
· Domain subsetting must use the axes present in the axis set of the updated overage’s Native CRS (Requirement 31);
· Only if the coverage has been created as not extensible (see Subclause 6.5) then the target domain to be updated must be a subset of the updated coverage’s domain set. If the coverage has been created as extensible then no such restriction holds.
Requirement 30 [bookmark: _Ref426485304]
In an UpdateCoverage request containing a subset parameter, the dimension item shall be one of the axis names defined in the CRS in which the domain set of the coverage updated is expressed.
Example	The following specification of the area to be replaced is valid with regard to axis labels if the updated coverage has axis labels Lat, Long, and H, assuming the Get/KVP encoding (see Subclause 7.8):
	SUBSET=Lat(5.0:10.0) & SUBSET=H(0.0)
Requirement 31 [bookmark: _Ref426485324]
In an UpdateCoverage request containing one or more subset parameter, all dimension names shall be distinct.
Example	The following specification is illegal:
	SUBSET=Lat(5.0:10.0) & SUBSET=Lat(0.0)
Requirement 32 [bookmark: _Ref433980603]
In an UpdateCoverage request addressing a coverage not marked as extensible (e.g., created through an InsertCoverage request without parameter isExtensible=true), the UpdateCoverage subset domain shall be contained within the domain set of the coverage to be updated.
In a partial replacement where range components are indicated the following must hold:
· All input coverage range components indicated must be present in input coverage
· All updated coverage range components indicated must be present in updated coverage
Requirement 33 [bookmark: _Ref426485331]
In an UpdateCoverage request containing a rangeComponent parameter, this parameter shall consist of an unordered list of string pairs (rcu,rci) where 
– the first component rcu is identical to the name attribute of the swe:field element of one of the range components of the updated coverage;
– the second component rci is identical to the name attribute of the swe:field element of one of the range components of the input coverage.
Example	In the Get/KVP encoding (see Subclause 7.8) of a request updating bands 1, 2, and 5 from an RGB image the rangeComponent parameter can be written as
	RANGECOMPONENT=band4:red,band3:green,band2:blue
In a partial replacement with a mask all range values in the mask are either 0 or 1.
Requirement 34 [bookmark: _Ref426485338]
In an UpdateCoverage request containing a mask parameter, the range set of this mask shall contain only range set values of 0 and 1.
Note	0 and 1 are used as indicator values instead of Boolean true and false because many relevant formats (such as image encodings) do not support a Boolean data type.
Requirement 35 [bookmark: _Ref426487412]
 In an UpdateCoverage request against a server not supporting the WCS CRS extension, all CRSs occurring (in the input coverage and the mask) shall be identical to the Native CRS of the coverage under inspection.
Note		In other words, utilizing some other CRS is admissible only if the WCS addressed also supports the CRS Extension and the particular CRS used by the client.
[bookmark: _Toc436849002]UpdateCoverage response
The response to a successful UpdateCoverage request is empty. On the server, the following side effects will hold.
Note	These changes will be visible, e.g., in subsequent GetCoverage requests.
Requirement 36 [bookmark: _Ref426485343]
After a successful UpdateCoverage request the following shall hold:
– the domain set of the new updated coverage is unchanged, unless a subset parameter changes it;
– the range type of the new updated coverage is unchanged;
– the range set of the new updated coverage is identical to the range set of the input coverage, unless a subset, rangeComponent, or mask parameter changes it.
Requirement 37 [bookmark: _Ref426485351]
After a successful UpdateCoverage request with a subset parameter, the following shall hold:
– the domain set of the new updated coverage is the union of original updated and input coverage, in case of a gridded coverage: all direct positions of the smallest grid encompassing updated and input coverage;
– the range set of the new updated coverage consists of
 	- the input coverage values, at direct positions  in the domain set of the input
 	coverage, for all range components to be updated;
 	- the updated coverage values, at direct positions in the domain set of the original 
 	updated coverage, for all range components to be updated;
 	- a value x, for all other direct positions of the new updated coverage, which is taken
 	non-deterministically from the nil values of the updated coverage; or 0 for those 
 	range components where no nil value exists.
Requirement 38 [bookmark: _Ref426485359]
After a successful UpdateCoverage request with a rangeComponent parameter, the following shall hold: 
– for each direct position p of the new updated coverage which is affected by the update, range component values are as follows: for each pair (rci,rcu) in the rangeComponent parameter, the range component value named rci of the input coverage at p is identical to the range component value named rcu of the new updated coverage, as per range type definitions of input and updated coverage.
Requirement 39 [bookmark: _Ref426485364]
After a successful UpdateCoverage request with a mask parameter, the following shall hold:
– for each direct position p of the new updated coverage, the range value is changed (according to the other request parameters) if and only if position p is contained in some direct position q of the mask coverage and the range value of the mask coverage at position q is 1; otherwise the value of the new updated coverage is equal to its original value.
[bookmark: _Ref393976217][bookmark: _Toc426527567][bookmark: _Toc436849003]Encodings
[bookmark: _Toc436849004]Overview
This Subclause specifies, for each WCS protocol binding that a client and server support, encoding of an UpdateCoverage operation.
[bookmark: _Toc436849005]GET/KVP Encoding
Requirement 40 [bookmark: _Ref426485370]
In an UpdateCoverage request using the GET/KVP protocol, a coverageId parameter shall be represented as
 	COVERAGEID=c
where c is an string.
Requirement 41 [bookmark: _Ref426485389]
In an UpdateCoverage request using the GET/KVP protocol, a subset parameter shall be represented as
 	SUBSET=a(p1:p2)
or
 	SUBSET=a(p)
where a is an string and p, p1, p2 are coordinates of direct positions.
Example	In the Get/KVP encoding of a request using subsetting the following specification is valid wrt. axis labels if the updated coverage has axis labels Lat, Long, and H:
	SUBSET=Lat(5.0:10.0) & SUBSET=H(0.0)
Requirement 42 [bookmark: _Ref426485397]
In an UpdateCoverage request using the GET/KVP protocol, a rangeComponent parameter shall be represented as
 	RANGECOMPONENT=cu1:ci1,…,cun:cin
where cui and cii are strings for 1≤i≤nN.
Example	In the Get/KVP encoding of a request updating bands 1, 2, and 5 from an RGB image the rangeComponent parameter can be written as
	RANGECOMPONENT=band1:red,band2:green,band5:blue
Requirement 43 [bookmark: _Ref426485405]
In an UpdateCoverage request using the GET/KVP protocol, an inputCoverageRef parameter shall be represented as
 	INPUTCOVERAGEREF=u
where u is some URL.
Note	Passing a coverage directly in the request is not supported by the GET/KVP protocol binding.
Requirement 44 [bookmark: _Ref426485412]
In an UpdateCoverage request using the GET/KVP protocol, a maskRef parameter shall be represented as
 	MASKREF=u
where u is some URL.
Example	The following is a complete UpdateCoverage request in GET/KVP encoding:
http://www.acme.com/ows?
 	SERVICE=WCS &
 	VERSION=2.0 &
 	REQUEST=UpdateCoverage &
 	COVERAGEID=CoverageToBeUpdated &
 	INPUTCOVERAGEREF=http://www.acme.com/update.gml &
	SUBSET=Lat(5.0:10.0) & SUBSET=H(0.0) &
	RANGECOMPONENT=band1:red,band2:green,band5:blue & 	MASKREF=http://www.acme.com/mask.gml
Note	Both the INPUTCOVERAGEREF and MASKREF URLs in the above example need to be escaped properly, as per OWS Common; this has been omitted for the reader’s convenience. Further, blanks have been introduced for the same purpose.
[bookmark: _Toc436849006]XML/POST Encoding
Requirement 45 [bookmark: _Ref426485417]
An UpdateCoverage request using the XML/POST protocol shall be encoded as a wcst:UpdateCoverage element.
Example	The following is a complete UpdateCoverage request in GET/KVP encoding:
<?xml version="1.0" encoding="UTF-8"?>
<wcs:UpdateCoverage
    xmlns:wcst="http://www.opengis.net/wcs_service-extension_transaction/2.0"
    xmlns:wcs="http://www.opengis.net/wcs/2.0"
    xmlns:gml="http://www.opengis.net/gml/3.2"
    xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
    xsi:schemaLocation="http://www.opengis.net/wcst/2.0 http://schemas.opengis.net/wcs/2.0/wcsTransaction.xsd"
    service="WCS" version="2.0">
    <wcst:coverageId>CoverageToBeUpdated</wcst:coverageId>
    <wcst:inputCoverageRef>
        http://www.acme.com/update.gml
    </wcst:inputCoverageRef>
    <wcs:DimensionTrim>
        <wcs:Dimension>Lat</wcs:Dimension>
        <wcs:TrimLow>5.0</wcs:TrimLow>
        <wcs:TrimHigh>10.0</wcs:TrimHigh>
    <wcs:DimensionSlice>
        <wcs:Dimension>H</wcs:Dimension>
        <wcs:SlicePoint>0.0</wcs:SlicePoint>
    </wcs:DimensionSlice>
    <wcst:rangeComponent>
        <wcst:updatedRangeComponent>
            red
        </wcst:updatedRangeComponent>
        <wcst:inputRangeComponent>
            band1
        </wcst:inputRangeComponent>
    <wcst:maskRef>
        http://www.acme.com/mask.gml
    </wcst:maskRef>
</wcst:InsertCoverage>

[bookmark: _Toc436849007]SOAP Encoding
Requirement 46 [bookmark: _Ref426485423]
An UpdateCoverage request using the SOAP protocol shall be encoded as a wcst:UpdateCoverage element.
[bookmark: _Toc426527568][bookmark: _Toc436849008]Exceptions
Requirement 47 [bookmark: _Ref426485512]
When a WCS server encounters an error while evaluating an UpdateCoverage operation it shall return an exception report message chosen as indicated in Table 6 with a locator parameter value as specified in the right column of Table 6 for each exceptionCode listed.
[bookmark: _Ref394014768][bookmark: _Toc426527580]Table 8  — Exception codes for UpdateCoverage
	exceptionCode value
	HTTP code
	Meaning of exception code
	locator value

	InvalidCoverage
	400
	Document uploaded is not a coverage 
	Input coverage

	CoverageNotFound
	404
	Server does not hold coverage with identifier provided
	Coverage identifier

	DomainSetMismatch
	404
	Domain subset specified is not sa subset of server coverage’s domain set
	Domain subset

	NoSuchRangeComponent
	404
	One or more of the range components listed is not existing in input or updated coverage
	First violating range component name

	MaskMismatch
	404
	Mask domain set is not equal to input coverage domain set (i.e., mask is not aligned with input coverage)
	Mask parameter

	IllegalMask
	400
	Mask contains range values other than 0 or 1
	Mask parameter

	InconsistentChange
	404
	Update requested would make coverage inconsistent as per OGC Coverage Implementation Schema [OGC 09-146X]
	Violating input element

	NotExtensible
	404
	Updated coverage does not allow extension, and update area is not completely inside updated coverage domain set
	none





[bookmark: _Toc436849009]Annex A: 
Conformance Class Abstract Test Suite 
(Normative)
[bookmark: _Toc443461105][bookmark: _Toc9996974][bookmark: _Ref207532276][bookmark: _Ref207532302][bookmark: _Ref207532345][bookmark: _Toc219622068]A Transaction Extension implementation must satisfy the following system characteristics to be conformant with this standard.
[bookmark: _Ref214863776][bookmark: _Ref214775670][bookmark: _Toc273631320]Test identifiers below are relative to http://www.opengis.net/spec/WCS/2.0/WCS_service-extension_transaction/2.0/conf.
A.1 [bookmark: _Toc426527571][bookmark: _Toc436849010]Conformance Test Class: insert+delete
The OGC URL identifier of this conformance class is:
http://www.opengis.net/spec/WCS/2.0/conf/WCS_service-extension_transaction/2.0/conf/insert+delete. 
	Test Purpose:
	Requirement 1

	Test method:
	Send valid GetCapabilities request to system under test. Check Capabilities document returned whether it contains the required element in the proper position.
Test passes if condition is fulfilled.



	Test Purpose:
	Requirement 2

	Test method:
	Send InsertCoverage, DeleteCoverage, and UpdateCoverage requests to system under test. Verify that the structures referenced by the requirement are accepted by the server (and returned in responses, respectively), and only those. To this end, send both valid and violating requests;. For the case of automatically verifiable definitions (such as XML Schema and Schematron), verify through appropriate tools. Otherwise (such as with UML), implement pertaining tests manually.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 3

	Test method:
	Send InsertCoverage requests to system under test with the following properties:
· A valid request containing a coverage parameter. Check that a coverage has been established with the values submitted in the coverage parameter.
· A valid request containing a coverageRef parameter referencing a valid coverage in some format supported by the system under test. Check that a coverage has been established with the values submitted in the coverageRef parameter.
· An otherwise valid request containing neither a coverage nor a coverageRef parameter. Check that an appropriate exception is returned.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 4

	Test method:
	Send InsertCoverage requests to system under test with the following properties:
· A valid request containing a coverage parameter with a value as required. Check that the request has been processed according to specification.
· An otherwise valid request which contains a coverage parameter with a value violating the requirement. Check that an appropriate exception is returned.
Test passes if both conditions are fulfilled.



	Test Purpose:
	Requirement 5

	Test method:
	Send InsertCoverage requests to system under test with the following properties:
· A valid request containing a coverageRef parameter with a value as required. Check that the request has been processed according to specification.
· An otherwise valid request which contains a coverageRef parameter with a value not resolving to a coverage. Check that an appropriate exception is returned.
· An otherwise valid request which contains a coverageRef parameter with a value resolving to a coverage which violates the requirement. Check that an appropriate exception is returned.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 6

	Test method:
	Send InsertCoverage requests to system under test. Verify that the structures referenced by the requirement are accepted by the server (and returned in responses, respectively), and only those. To this end, send both valid and violating requests. For the case of automatically verifiable definitions (such as XML Schema and Schematron), verify through appropriate tools. Otherwise (such as with UML), implement pertaining tests manually.
Test passes if condition is fulfilled.



	Test Purpose:
	Requirement 7

	Test method:
	Send InsertCoverage requests to system under test with the following properties:
· A valid request containing no useId parameter and a coverage whose identifier is not occurring in the offering of the system under test. Check the return value to be equal to the identifier provided in the input coverage.
· A valid request containing no useId parameter and a coverage whose identifier is occurring in the offering of the system under test. Check that an appropriate exception is returned.
· A valid request containing a useId parameter with some random, but (as per http) syntactically admissible value. Check that the request is successful and that a coverage has been created on the system under test by issuing a GetCoverage request against the coverage identifier returned and verifying that the coverage value is identical to the one provided as input.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 8

	Test method:
	Send a valid InsertCoverage request to system under test. Verify that the request is successful. Send a valid DescribeCoverage request using the input coverage’s id to system under test and check that it is successful.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 9

	Test method:
	Send a valid InsertCoverage request to system under test. Verify that the request is successful. Send a valid GetCoverage request to system under test with the identifier returned in the previous request and no further parameters beyond REQUEST, SERVICE, and VERSION. Check that the coverage returned is identical in all components to the input coverage.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 10

	Test method:
	Send DeleteCoverage requests to system under test. Verify that the structures referenced by the requirement are accepted by the server (and returned in responses, respectively), and only those. To this end, send both valid and violating requests. For the case of automatically verifiable definitions (such as XML Schema and Schematron), verify through appropriate tools. Otherwise (such as with UML), implement pertaining tests manually.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 11

	Test method:
	Send DeleteCoverage requests to system under test with the following properties:
· One coverage identifier where no corresponding coverage exists on the server. Check that an appropriate exception is returned.
· One coverage identifier where a corresponding coverage exists on the server. Check that the request succeeds.
· Repeat test with different coverage id lists and false identifiers at different positions. Check that requests return an appropriate exception.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 12

	Test method:
	Send a valid DeleteCoverage request to system under test. Verify that the response is empty.
Test passes if condition is fulfilled.



	Test Purpose:
	Requirement 13

	Test method:
	Send a InsertCoverage request to system under test with more than one coverage identifiers all existing on the server. Verify that the request is successful. Check that each of the coverages whose identifiers have been submitted has been deleted from the server by sending a DescribeCoverage request. 
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 14

	Test method:
	This requirement is fulfilled if all previous requirements in this insert+delete class hold (due to the OGC / W3C Web service request definitions), hence no dedicated test is required.



	Test Purpose:
	Requirement 15

	Test method:
	Send an invalid InsertCoverage request to system under test. Then send an invalid DeleteCoverage request to system under test, with an identifier not related to the previous insertion. For each of these coverages, send a DescribeCoverage request after completion and check that the unsuccessful InsertCoverage did not leave a new coverage, and that the unsuccessful DeleteCoverage did not remove the coverage.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 16

	Test method:
	Send a valid InsertCoverage request to system under test submitting a large coverage so that processing takes noticeable time. Within the timeframe between request submission and response, submit WCS Core requests. Verify that only the state before and after the request, but no intermediate state becomes visible through these probing requests.
Perform the same with a DeleteCoverage request containing a long list of coverage identifiers so that processing takes noticeable time.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 17

	Test method:
	Send a valid InsertCoverage request using the Get/KVP protocol to system under test. Provide a coverage parameter through COVERAGEREF following the encoding specification. Check that request was successful.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 18

	Test method:
	Send a valid InsertCoverage request using the Get/KVP protocol to system under test. Provide a useId parameter through USEID following the encoding specification. Check that request was successful.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 19

	Test method:
	Send a valid InsertCoverage request using the Get/KVP protocol to system under test. Provide an isExtensible parameter through ISEXTENSIBLE following the encoding specification. Check that request was successful.
Perform the same with a DeleteCoverage request containing a long list of coverage identifiers so that processing takes noticeable time.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 20

	Test method:
	Send a valid DeleteCoverage request using the Get/KVP protocol to system under test. Provide a coverageId parameter through COVERAGEID following the encoding specification. Check that request was successful.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 21

	Test method:
	Send a valid InsertCoverage request using the XML/POST protocol to system under test with its encoding based on the wcst:InsertCoverage element following the encoding specification. Check that request was successful.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 22

	Test method:
	Send a valid DeleteCoverage request using the XML/POST protocol to system under test with its encoding based on the wcst:DeleteCoverage element following the encoding specification. Check that request was successful.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 23

	Test method:
	Send a valid InsertCoverage request using the SOAP protocol to system under test with its encoding based on the wcst:InsertCoverage element following the encoding specification. Check that request was successful.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 24

	Test method:
	Send a valid DeleteCoverage request using the SOAP protocol to system under test with its encoding based on the wcst:DeleteCoverage element following the encoding specification. Check that request was successful.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 25

	Test method:
	Send InsertCoverage and/or DeleteCoverage requests to system under test which in turn establish an error situation corresponding to each of the exceptions defined in turn. Check that the appropriate exception is returned.
Test passes if all conditions are fulfilled.



A.2 [bookmark: _Toc426527572][bookmark: _Toc436849011]Conformance Test Class: update
The OGC URL identifier of this conformance class is:
http://www.opengis.net/spec/WCS/2.0/conf/WCS_service-extension_transaction/2.0/conf/update. 
	Test Purpose:
	Requirement 26

	Test method:
	Send valid GetCapabilities request to system under test. Check Capabilities document returned whether it contains the required element in the proper position.
Test passes if condition is fulfilled.



	Test Purpose:
	Requirement 27

	Test method:
	Send UpdateCoverage requests to system under test. Verify that the structures referenced by the requirement are accepted by the server (and returned in responses, respectively), and only those. For this case, send both valid and violating requests; in case of automatically verifiable definitions (such as XML Schema and Schematron), verify through appropriate tools. Otherwise (such as with UML), implement pertaining tests manually.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 28

	Test method:
	Send UpdateCoverage requests to system under test with the following properties:
· A valid request containing an inputCoverageRef parameter with a value as required. Check that the request has been processed according to specification.
· An otherwise valid request which contains an inputCoverageRef parameter with a value not resolving to a coverage. Check that an appropriate exception is returned.
· An otherwise valid request which contains an inputCoverageRef parameter with a value resolving to a coverage which violates the requirement. Check that an appropriate exception is returned.
Repeat the same with the maskRef parameter.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 29

	Test method:
	Send UpdateCoverage requests to system under test as specified:
· A valid request where the conditions on ci and cu hold. Check that request is successful.
· Otherwise valid requests where the conditions on ci and cu are violated in various ways. Check that requests fail.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 30

	Test method:
	Send UpdateCoverage request to system under test as specified:
· A valid request with the dimension constraint fulfilled. Check that request is successful.
· An otherwise valid request where the dimension constraint is violated. Check that request fails.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 31

	Test method:
	Send UpdateCoverage request to system under test as specified:
· A valid request with the dimension constraint fulfilled. Check that request is successful.
· An otherwise valid request where the dimension constraint is violated. Check that request fails.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 32

	Test method:
	Send UpdateCoverage request to system under test as specified:
· A valid request against an extensible coverage where the updated area is within the target coverage’s domain. Check that request is successful.
· A valid request against an extensible coverage where the updated area is partially outside the target coverage’s domain. Check that request is successful.
· A valid request against an extensible coverage where the updated area is completely outside the target coverage’s domain. Check that request is successful.
· A valid request against a non-extensible coverage where the updated area is within the target coverage’s domain. Check that request is successful.
· A valid request against a non-extensible coverage where the updated area is partially outside the target coverage’s domain. Check that request fails.
· A valid request against a non-extensible coverage where the updated area is completely outside the target coverage’s domain. Check that request fails.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 33 

	Test method:
	Send UpdateCoverage request to system under test as specified:
· A valid request with the rangeComponent constraint fulfilled. Check that request is successful.
· Otherwise valid requests where the rangeComponent constraint is violated in various ways. Check that request fails.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 34

	Test method:
	Send UpdateCoverage request to system under test as specified:
· A valid request with the mask constraint fulfilled. Check that request is successful.
· Otherwise valid requests where the mask constraint is violated in various places of the range set. Check that request fails.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 35

	Test method:
	Determine server support for the WCS CRS extension through a GetCapabilities request against the system under test. If it does support, test succeeds.
If it does not support the CRS extension: Send UpdateCoverage requests to system under test as specified:
· A valid request where all CRSs occurring are identical to the Native CRS of the coverage addressed. Check that requests are successful.
· Otherwise valid requests where each CRS in turn is set to a value different from the Native CRS of the coverage addressed. Check that appropriate exceptions are returned.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 36

	Test method:
	Send valid UpdateCoverage requests to system under test as specified, varying relevant input parameters. Check that requests are successful.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 37

	Test method:
	Send valid UpdateCoverage requests to system under test as specified, varying relevant input parameters. Check that requests are successful.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 38

	Test method:
	Send valid UpdateCoverage requests to system under test as specified, varying relevant input parameters. Check that requests are successful. Verify, through GetCoverage requests, that the updated coverages fulfil the requirement.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 39

	Test method:
	Send valid UpdateCoverage requests to system under test as specified, varying relevant input parameters. Check that requests are successful. Verify, through GetCoverage requests, that the updated coverages fulfil the requirement.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 40

	Test method:
	Send a valid UpdateCoverage request using the Get/KVP protocol to system under test. Provide a coverageId  parameter through COVERAGEID following the encoding standard. Check that request was successful.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 41

	Test method:
	Send a valid UpdateCoverage request using the Get/KVP protocol to system under test. Provide a subset parameter through SUBSET following the encoding standard. Check that request was successful.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 42

	Test method:
	Send a valid UpdateCoverage request using the Get/KVP protocol to system under test. Provide a rangeComponent parameter through RANGECOMPONENT following the encoding standard. Check that request was successful.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 43

	Test method:
	Send a valid UpdateCoverage request using the Get/KVP protocol to system under test. Provide a inputCoverageRef parameter through INPUTCOVERAGEREF following the encoding standard. Check that request was successful.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 44

	Test method:
	Send a valid UpdateCoverage request using the Get/KVP protocol to system under test. Provide a maskRef parameter through MASKREF following the encoding standard. Check that request was successful.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 45

	Test method:
	Send a valid UpdateCoverage request using the XML/POST protocol to system under test with its encoding based on the wcst:UpdateCoverage element following the encoding standard. Check that request was successful.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 46

	Test method:
	Send a valid UpdateCoverage request using the SOAP protocol to system under test with its encoding based on the wcst:UpdateCoverage element following the encoding standard. Check that request was successful.
Test passes if all conditions are fulfilled.



	Test Purpose:
	Requirement 47

	Test method:
	Send UpdateCoverage requests to system under test which in turn establish an error situation corresponding to each of the exceptions defined in turn. Check that the appropriate exception is returned.
Test passes if all conditions are fulfilled.
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